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When Is Free/Open Source Software Development 
Faster, Better, and Cheaper than                

Software Engineering? 
 

ABSTRACT 

1. This chapter draws attention to the question of determining the conditions when free/open 

source software development may represent a significant alternative to modern software 

engineering techniques for developing large-scale software systems. F/OSSD often entails 

shorter development times that can produce higher quality systems, and incur lower costs than 

may be realized through developing systems according SE techniques. Understanding why and 

how this may arise is the focus of this chapter. It presents, analyzes, and compares data collected 

from different F/OSSD projects, including an in-depth case study, to help develop such an 

understanding. The goal of this chapter is to determine the circumstances and conditions when 

F/OSSD represents a viable alternative to SE for the development of complex software systems. 

In particular, the chapter seeks to contrast differences observed in the arrangement and tooling of 

their respective software development practices, production resources, technical regimes, and 

community practices in which they are embedded. This in turn may then help identify how the 

practice and principles of SE might be improved. 
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2. Introduction 

Software engineering (SE) and free/open source software development (F/OSSD) are different 

approaches to the challenge of developing, deploying, and sustaining complex software system 

products or services. Some have asserted that F/OSSD represents a significant alternative 

[DiBona et al., 2000, Pavlicek 2000] to the development of software commodity products or 

application services [cf. Wheelwright and Clark 1994]. Whether F/OSSD represents a quicker, 

more effective, and lower cost approach than SE, and under what circumstances and conditions, 

thus merits serious review. Similarly, the popular mantra of “faster, better, cheaper” suggests 

that new approaches to engineering, product development and innovation may be at hand and 

available [McCurdy 2001, Voas 2001, Wheelwright and Clark 1994]. However, little is known 

about how people in F/OSSD communities coordinate software development across different 

settings, or about what software processes, work practices, and organizational contexts are 

necessary to their success. Such conditions may point to the need to critically reflect on whether 

the practices and principles of SE require a serious rethinking and possible reformulation to 

address and accommodate F/OSSD, as well as how F/OSSD differs from current SE principles. 

To the extent that academic communities, commercial enterprises, or government agencies seek 

the supposed efficacy of F/OSS, they will need grounded models of the processes and practices 

of F/OSSD to allow effective investment of their limited resources. 

 

If it is true that F/OSSD is faster, better, and cheaper than SE under certain conditions, then is it possible to see if similar 

conditions could improve the practices and adapt the principles of SE? Has F/OSSD demonstrated the practical value and success 

of informal approaches, compared to the formal notation-based approaches advocated by SE scholars? Questions like these 

cannot be ignored or slighted by mere reference to more than three decades of academic and industrial SE research. Instead, this 

chapter brings questions like these into the foreground so as to advocate the position that the SE community needs to recognize 
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how, and under what conditions, F/OSSD may represent a faster, better, and cheaper alternative for how to engineer complex 

software systems. Failure of the SE community to embrace F/OSSD as something different than current SE principles, may 

relegate the future of SE research to that of an academic curiosity, rather than as an engineering discipline whose capabilities are 

maximized when operationalized as a complex web of socio-technical development processes and community oriented work 

practices. 

3. Modern software engineering principles and best practices 

In order to determine if and when F/OSSD outperforms modern SE, it is reasonable to first 

identify what principles and best practices of SE are being addressed. Clearly, there is no fixed 

or prior technical boundary that separates SE from F/OSSD, since software developers may or 

may not be free to select the methods, techniques, tools, and development processes that makes 

their work comprehensible and manageable. Instead, SE and F/OSSD may simply represent two 

alternative approaches to address the same challenge, which is developing large software system 

products or application services in an efficient, quality-oriented, and cost effective manner. 

Other alternatives include agile software development [Cockburn 2002, Fowler 2003] and 

extreme programming [Beck 1999]. However, understanding when and how a particular 

approach like F/OSSD may outperform SE is the focus here. 
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SE is an academic discipline and industrial practice that seeks to rationalize the development of 

complex software system products and services. It first appeared in the late 1960’s, and its 

principles have been identified, captured, and increasingly taught as a subject suitable for late 

undergraduate or early graduate study [Brooks 1995, Pressman 2001, Schach 2002, Sommerville 

2001]. A quick review of the most current edition of the textbooks cited finds the following 

principles: First, SE is a team endeavor that is focused on the development of large software 

systems through a software development life cycle. Second, the software life cycle (model) 



constitutes a framework that stipulates or orders the processes of SE that every software 

development project should traverse. Third, the focal processes of SE include software 

requirements engineering, specification and prototyping, design (functional, architectural, 

modular, or object-oriented), testing (verification and validation), configuration management, 

maintenance (or evolution), and project management. Fourth, these processes may or should 

employ formal notations and reasoning schemes for consistency and completeness, though which 

computer-based tool to use to support such notations and schemes is unclear. Fifth, software 

quality results from the systematic performance of software life cycle processes that create, 

reuse, manipulate, or update software artifacts (including formal notations, graphic diagrams, 

and source code), according to project planning, cost estimation, and management control 

efforts. Sixth, the level, goal, or threshold of software quality (e.g., end-user satisfaction, number 

of defects discovered post delivery) that is sought or attained determines the level of software 

productivity that is achieved, as well as the overall cost of the software development effort. 

Following these principles often leads to product development and release cycles that are 

measured in months to years of calendar time and staff effort. 

 

When these principles of modern SE get applied in industrial centers or in government system 

acquisition programs, a number of lessons learned emerge which are generally recognized as 

“best practices” for developing software system products or services through SE. A sample of 

best practices appears in Exhibit 1 as items grouped according to whether they address project 

integrity through project management, software construction integrity, and software product 

stability. These practices are drawn from the Web site of the Software Program Managers 
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Network1.  These practices draw attention to risk management, project performance metrics, 

defect tracking, and testing as a continuous ongoing process, within centrally located and 

hierarchically organized corporate centers for software production, as supplements to the SE 

principles already identified above. Together, these principles and practices characterize the 

technical regime[Nelson and Winter 1982] for developing software products and service through 

SE. 

 

Exhibit 1. A set of best practices for software engineering project management                                
(source: http://www.spmn.com, Copyright © 2003, Integrated Computer Engineering, Inc.). 

 
Finally, with the encouragement and support of the U.S. Department of Defense, industry-wide 

efforts to improve software product quality have been promoted that entail the external 

assessment of the “maturity” of a firm’s software development capability [Stalk and Hout 

1990]that can be observed or measured in terms of the SE principles and best practices that it 

                                                                 
1 SPMN was originally established by the U.S. Navy to capture, identify, and disseminate best practices for developing large software 
systems acquired by the U.S. Department of Defense. The SPMN Web site is maintained by Integrated Computer Engineering, Inc.  
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employs on a routine basis. However, whether or how the assessment of a firm’s capability 

maturity does in fact constitute a reliable indicator or predictor of the quality of the software that 

is produced is unclear [Beechman 2003, Conradi 2002]. 

 

4. Do those who advocate F/OSSD practice modern SE principles?  

With the foundation of principles and best practices for modern SE at hand, attention can now 

turn to examine the practices of F/OSSD. No effort is made to identify the principles of F/OSSD, 

since principles often take years of practice, empirical observation, conceptualization, 

abstraction, and refinement to identify, reproduce and stabilize, whereas the practice and 

technical regime of F/OSSD as a widespread approach to software development is about 10 

years old, and systematic empirical studies have only begun to appear in the last few years.  

 

There are at least four different places to examine to find what the practices of F/OSSD are. 

First, some F/OSSD projects seek to embrace modern SE principles, but may do so through 

practices different to those found in industry best practices noted above. An example here can be 

found in the dozens of F/OSSD projects associated with the Tigris.org OSSE community. 

Exhibit 2 presents the best practices they have identified.  

 

Second, there are F/OSSD projects that are supported by, or organized within, industrial software 

development centers. Examples here include the NetBeans and Eclipse OSSD projects that are 

both developing Java-based interactive development environments (IDEs), based in part on the 

corporate support respectively from SUN and IBM.  
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Third, there are the vendors of OSSD project management environments like SourceForge 

Enterprise EditionTM from VA Software, SourceCastTM from Collab.Net, and Corporate Source 

from Zee Source. SFEE, SC, and CS are the products of early commercially oriented OSSD 

projects that have been evolved and refined into Web-based project management environments 

for collaborative software development [Augustin 2002]. These environments are not IDEs like 

NetBeans or Eclipse, though they could be made to interoperate with them. However, these 
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Exhibit 2. A partial view of best practices advocated for Tigris.org projects 
(source: http://www.tigris.org/community/vision/best_practices.html, April 2003). 
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 environments are non-free commercial products or service offerings marketed primarily to large 

corporations that may have dozens or hundreds of organizationally dispersed software 

development projects underway at any one time. Companies like Hewlett-Packard, Barclays 

Global Investments, and others have adopted OSSD project management environments for use 

behind the corporate firewall [Dinkelacker 2002], or to support corporate sponsored OSSD 

projects like NetBeans. These OSSD projects follow practices that arise from the ongoing, 

routine use of the tools, services, and transactions supported within the project management 

environments for collaborative software development that these vendors offer. An example view 

of the project management activities, services or capabilities that are supported by SFEE, SC and 

CS appear in Exhibit 3. However, it should be noted that most F/OSSD projects do not employ 

all of these capabilities, though projects do [Halloran 2002, Scacchi 2002a].  

 

Product 
Development 

Technical       
Communications 

Project 
Management 

Project 
Management 

Web-based source 
code access 

Web-based file 
and content 
management 

   Incremental or          
partial  project 

planning 

Project/task  
status tracking 

Bug and issue-
tracking 

Mailing list 
management 

Process/workflow 
support 

Update 
tracking 

Configuration and 
version mgmt. 

Discussion 
forums 

Role-based access 
control 

Audit logs 
and history 

Search/index 
across source code 

and documents 

Project document 
(Web page) 
templates 

Enterprise or 
project branding 

 

 
Exhibit 3. Overall set of software product development, technical communication, and project 

management capabilities available in commercial OS collaborative software environments 
(sources: VASoftware SFEE, Collab.Net SC, and ZeeSource CS, April 2003). 

Fourth, there are empirical studies that collect and analyze software development practices and 

processes within or across different samples of F/OSSD projects. These studies produce 
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quantitative results that characterize F/OSS properties (source size, team size, release rates, 

bug/defect rates, etc.) or qualitative studies that identify processes, project ethnographies, or 

patterns of recurring activity for F/OSS development and evolution. Results from these studies 

will be presented later, though the following sub-section serves as an example of such a study. 

4.1 Case study: Tigris.org and ArgoUML.tigris.org 
 

Consider the following case of the Tigris.org F/OSSD community, and one of the F/OSSD and 

SE projects affiliated with it, ArgoUML. Tigris.org operates like a virtual enterprise for 

decentralized software development [Noll 1999]. It exists primarily as a Web portal that operates 

on a SourceCast project management environment from Collab.Net. Thus it may encourage  

development practices similar to those of internal corporate or external corporate-sponsored 

OSSD projects. The ArgoUML project is an OSSE project based at argouml.tigris.org that 

focuses on the development of a computer-aided tool for developing software system designs 

notated in the UML. The home page for ArgoUML is displayed in Exhibit 4. No observations 

that follow are intended to denigrate or accentuate the important and valued efforts of this 

community. Instead, the purpose is to provide a real-world example of what happens when 

F/OSSD and SE come together. 

 

The Tigris.org community identifies itself on its Web site portal as being a meeting ground for 

OSS developers and SE specialists and students. In browsing the Web site for Tigris.org, one 

finds in its Mission Statement: 

"Tigris.org provides information resources for software engineering professionals and 
students, and a home for open source software engineering tool projects. We also promote 
software engineering education and host some undergraduate senior projects." 
(http:www.tigris.org, March 2002). 
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Such a claim might therefore lead one to expect to find numerous examples and instances of 

modern SE techniques and concepts being applied to support F/OSSD. For example, F/OSSD 

seems to focus attention to source code development and debugging [DiBona 1999, Pavilcek 

2000]. Thus modern coding techniques like modularity and the use of program debugging and 

execution monitoring tools are expected.  

 12 



 

Exhibit 4. The homepage of the ArgoUML project on the Web (source: 
http://argouml.tigris.org) 

Beyond this, most SE textbooks draw attention to topics like requirements engineering, software 

architecture and component design, validating an implementation (i.e., source code) satisfies its 

requirements, while testing/verifying the implementation is a consistent, complete, traceable, and 
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in some way correct realization of its architecture and component design. Project management 

and configuration management also receives appropriate attention. ArgoUML seeks to embrace 

OSSD and SE principles through creation of: 

 "…a modeling tool to help you do your design using UML…and it is also an Open Source 
Development project where you are invited to contribute". ArgoUML is also "…a domain-
oriented design environment that provides cognitive support of object-oriented design" 
(http://www.argouml.tigris.org, March 2002).  

 

The ArgoUML project today includes more than 19,000 registered users and over 150 

developers. ArgoUML is thus a large software development project with a significant number of 

users that is conceived to support SE professionals using modern SE design tools and techniques. 

UML is a widely recognized unified modeling language that is the addressed in many SE and 

Information System Design textbooks, and found in use in many industrial SE R&D projects. 

Using UML, SE/ISD professionals can create or document Use Cases for software requirements. 

In addition, UML is a notation for specifying software component design and architectural 

features of component arrangements. However, nowhere on the ArgoUML Web site can one find 

any Use Case diagrams that specify the requirements for ArgoUML, nor any UML descriptions 

of ArgoUML's architecture or component design. Thus, it appears that ArgoUML developers' do 

not practice using the tool itself to document its own development. As such, perhaps it's not 

surprising to discover: 

"Software engineering practices are key to any large development project. Unfortunately, 
software engineering tools and methods are not widely used today. Even after over 30 years 
as an engineering profession, most software developers still use few software engineering 
tools. Some of the reasons are that tools are expensive and hard to learn and use, also many 
developers have never seen software engineering tools used effectively." 
(http://www.argouml.tigris.org, March 2002). 

So what are SE professionals suppose to learn from the ArgoUML experience in OSSE? Is SE 

good for someone else, or for students to study, but not for those who actually build SE tools that 

 14 

http://www.argouml.tigris.org/


support modern SE techniques and concepts?  Similarly, in examining any of the remaining 35 

or so other projects affiliated with Tigris.org, it is difficult to find what SE tools, which are being 

developed within the Tigris.org community, actually are being used by other projects within the 

community2, and whether any were engineered using SE techniques like Use Cases for 

requirements and UML for their design. Instead, the situation we find is better characterized as: 

"The open source software development movement has produced a number of very powerful 
and useful software development tools, but it has also evolved a software development 
process that works well under conditions where normal development processes fail. The 
software engineering field can learn much from the way that successful open source projects 
gather requirements, make design decisions, achieve quality, and support users. Open source 
projects are also great for developers to keep their skills current and plug into a growing 
base of shared experience for everyone in the field." (http://www.argouml.tigris.org, March 
2002). 

In this case of the Tigris.org community and ArgoUML project, but not generalizing to all OSSE 

efforts, it appears that the objectives, practices and technical regimes of F/OSSD and SE are 

different. However, as a note of caution, these results also should help researchers investigating 

F/OSSD projects recognize the potential risks for making pre-mature generalizations about 

typifying what F/OSSD is, or how it works, based on the examination of a single F/OSSD 

project, or even a single F/OSSD community [cf. Scacchi 2002a]. What is true of one F/OSSD 

project's artifacts, processes, or practices may not be true of any other F/OSSD project, without 

empirical study and explicit comparison. 

 

With this modest grounding of exhibits and case study of F/OSSD efforts that in some way 

address SE topics or concerns, it is possible to examine the overarching question which this 

chapter addresses. Note that the opening question does not focus on attributes of F/OSS source 
                                                                 

2 The configuration management tool, Subversion, is being use to manage its own source code configuration. In contrast, it is 
unclear whether the issue tracking (or bug reporting) system, Scarab, is being used to track issues arising during its development, 
or in the development of other Tigris.org projects. This observation is not intended to be in any way a positive/negative 
assessment of these F/OSSD projects, but merely to highlight that F/OSSD and SE practices are different. 
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code programs or other executable implementations (e.g., make files, operating system shell 

scripts, plug-in modules (like "ActiveX controls"), or intra-application scripting code like 

JavaScript). Instead focus is directed to attributes of F/OSSD processes, technical regime, 

management and work practices, and collective community-sustaining actions within projects. 

5. How is F/OSSD faster than SE? 

What does it mean for one software product development approach to be “faster” than another? 

Space/time measures like speed come to mind first, but for software development the most 

common  indicators include software productivity (e.g., source lines of code or product feature 

delivered per developer work time unit [Sommerville 2000]), task duration schedules (process 

cycle time [Stalk and Hout 1990]), product delivery time (e.g., time to market, time to next 

product innovation [Kogut and Metiu 2001, von Hippel 2001]), and product defect repair time. 

 

Large composite F/OSSD projects, like those at NetBeans.org, Apache.org, Mozilla.org, 

Tigris.org, Debian.org, the Linux Kernel, or the corporate users of SFEE, SC or CS, seek to 

enact "Internet time" development practices, much like Microsoft, Netscape, and others 

[Cusomano 1999, MacCormack 2001]. Internet time software development projects emphasize 

minimizing time to market and delivery of incremental improvements (e.g., user initiated 

innovations) in functionality, instead of complete well-engineered products. Incremental product 

releases are driven by feedback from users as a way to determine which incremental 

functionality and which perceived errors in available functionality matter most, as well as how 

they might be improved or resolved [DiBona 1999, Dinkelacker 2002, Pavlicek 2000]. Internet 

time and F/OSSD projects also tend to produce incremental software releases at a much faster 

rate, even to the point of releasing unstable but operational daily system builds. This denotes not 
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only a reduction in product release cycle times compared to SE practice, but also a significantly 

restructured life cycle process and process cycle time reduction.  

 

Many of the largest and most popular F/OSS systems like the Linux Kernel [Godfrey 2000, 

Schach 2002b], GNU/Linux distributions [O’Mahony 2003], GNOME user interface [Koch 

2002] and others are growing at an exponential rate, as is their internal architectural complexity 

[Schach 2002b]. F/OSS system architectures and functionality can grow in discontinuous jumps 

as independent F/OSSD projects merge, as their autonomously designed and evolved systems are 

combined [Nakajoki 2002, Scacchi 2002b].  F/OSSD project teams also continue to grow over 

time and across releases at an incremental rate, suggesting that adding developers “late” in its 

development cycle may not slow it down, but may instead increase the size, functionality, and 

quality of the system. This stands in contrast to the long received wisdom of SE that indicates 

that adding developers to a project soon before release, delays the release and has an adverse 

effect on system quality [Brooks 1995]. Thus, there are examples of where F/OSSD projects are 

producing large software systems whose size and productivity grows at a rate faster than 

observed for SE projects that focus attention to product development scheduled and management 

control [cf. Lehman 2002].  

 

As F/OSS developers are themselves often end-users of their systems, then software 

requirements and design take less time to articulate and negotiate, compared to SE projects. For 

example, Exhibit 1 identifies the SE practice of organized inspection of (explicit) software 

system requirements and design artifacts, while Exhibit 2 identifies the practice (see Quality 

Assurance item 2) of software requirements and designs that are not typically written down or 
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formalized [Scacchi 2002a], but are nonetheless tacitly understood by developers and users. 

Similarly, in SE, developers are not expected to be users of the systems they develop. As such, 

they must elicit requirements and validate system design with end-users who are generally not 

SE professionals, and thus must negotiate what they will be able to do, on what schedule and 

budget, and with what staff resources. In contrast, when F/OSSD projects involve users as 

developers, the time it takes to determine required system functionality is shorter, and often less 

demanding that expected in SE projects. Thus, the elapsed time intervals for incremental 

software product innovation, defect detection and removal, and product adaptation and release 

cycles are shorter, while overall growth in software product functionality and size is faster. 

6. How is F/OSSD better than SE? 

What does it mean for one software product development approach to be “better” than another? 

Measures or indicators of product quality (e.g., product defects discovered in the field per 

release) come to mind first. However, other indicators of increased effectiveness of software 

development include product reliability and security [Sommerville 2000], response time to 

diagnose and repair product defects [Mockus 2002, Zhao 2003], as well as increases in social 

welfare in the product developer or user community associated with ease and openness of 

effective technical communication [Yamauchi 2000], building sustained trust [Pavlicek 2000], 

accumulation of social capital by developers and user-contributors [Berquist 2001], and 

community ownership and protection of shared/common pool resources [cf. Ostrom. 1994]. 

 

F/OSSD projects rely on software informalisms [Scacchi 2002a] as shared information artifacts 

(resources) that can be publicly accessed, browsed, hyperlinked, and updated on demand. These 

informalisms, like threaded email discussion lists and project Web pages, are socially 
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lightweight mechanisms for managing, communicating, and coordinating globally dispersed 

knowledge about who did what, why, and how [Mackenzie 2002, Sharman 2002, Yamauchi 

2000]. These informalisms are easy to learn and use as semi-structured representations that 

capture software requirements, system design, and design rationale, though they are not often 

identified as such. Large OSS systems, like the Apache Web server and Mozilla Web browser, 

that are developed and sustained through  informalisms have been found to have more stable 

features of higher quality compared to systems developed using traditional SE techniques within 

corporate settings [Dinkelacker, et al, 2002, Mockus, et al., 2002, Zhao and Elbaum 2003]. The 

informalisms used in F/OSSD projects stand in contrast to the more cumbersome, more precise 

and more demanding heavyweight formalisms advocated for use, following the principles and 

practices of SE.  

 

F/OSSD projects are iteratively developed, incrementally released, reviewed and refined by 

software development peers in an ongoing agile manner [cf. Cockburn 2002, Fowler 2003, 

Kogut and Metiu 2001]. These methods ensure adaptation to shifting user/developer 

requirements that are conveyed through informalisms. They also ensure acceptable levels of 

quality, coherence, and security of system-wide software via continuous distributed testing and 

profiling [Payne 2002, Schmidt 2001]. Agile software development practices are therefore 

closely aligned to F/OSSD practices, though it may be fairer to observe that agile software 

development methods stand somewhere in the middle ground between SE and F/OSSD practices. 

 

F/OSSD projects are hosted within decentralized communities of peers [Kogut 2001, O’Mahony 

2003, Scacchi 2002a, 2002b, Sharman 2002] that can form a virtual enterprise interconnected via 
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logically centralized Web sites and repositories [Noll 1999]. F/OSSD projects rely on their 

software developers to provide peer reviews of source code and system quality that are 

synchronized with the complexity of the system release. Major releases undergo more review 

compared to daily build releases. However, peer review helps create a community of peers, 

which is one way how social capital may be accumulated (by contributing well regarded review 

discussions) or lost (by initiating a “flame” discussion that distracts or offends other project 

contributors and thus discredits the initiator). Community oriented F/OSSD also gives rise to 

new kinds of requirements for community building, community portals (e.g., SourceForge.net, 

Freshmeat.net, Savannah.gnu.org, Tigris.org), community software, and community information 

sharing systems for Web site content management and interlinked communication channels for 

email, forums, and instant messaging [Scacchi 2002a]. These convivial capabilities and 

community-oriented mechanisms tend to improve the social welfare of the contributing F/OSSD 

developers and users. In contrast, most SE projects are targeted for hosting within a centralized 

corporate setting, where access and visibility may be restricted to local participants under the 

administrative control of project or business managers. But F/OSS systems also co-evolve with 

the community of developer-users who create and contribute to them [Nakajoki 2002, O’Mahony 

2003, Scacchi 2002a]. However communities, as a form of social organization for software 

development and for learning about software technology practices, are not mentioned in modern 

SE principles, practices or textbooks.  

 

The vast majority of F/OSS projects are small, short-lived, exhibit little/no growth, and often 

only involve the effort of one developer [Hunt 2002, Madey 2002]. In contrast, a few large 

projects realize a critical mass of 5-15 core F/OSS developers [Madey 2002, Mockus 2002] and 
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inevitably garner the most attention, software downloads, and usage. But what is significant 

about this overall population of projects and developers is that as many as 60% or more F/OSS 

developers participate in two or more projects, and more than 5% participate in 10 or more 

F/OSS projects [FLOSS 2002, Hars 2002]. These have been labeled as “linchpin developers” 

[Madey 2002] to indicate their role in enabling previously independent small F/OSS projects. 

These developers come together as a larger social network with the critical mass needed for their 

independent systems to be merged and experience more growth in size, functionality, and user 

base. Whether such a trend is found in traditional SE projects is unclear. 

 

Finally, it appears that F/OSSD projects rely on virtual project management to mobilize, 

coordinate, control, build, and assure the quality of F/OSSD activities. VPM invites or 

encourages system contributors to come forward and take a shared, individual responsibility that 

will serve to benefit the F/OSSD collective of user-developers. VPM requires multiple people to 

come forward to act in the role of team leader, sub-system manager, or system module owner in 

a manner that may be short-term or long-term, based on their skill, accomplishments, availability 

and belief in community development [Fielding 1999]. In contrast, SE projects are predicated on 

centralized project management regimes where project managers are assigned the administrative 

authority to plan, manage, and control software development resources, staff, schedule, and 

budget their projects. F/OSSD projects enable participative management that can arise from a 

decentralized community of developers, whereas SE assumes delegative management that arises 

from a centralized corporate structure and resource control framework. 
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7. How is F/OSSD cheaper than SE? 

What does it mean for one software product development approach to be “cheaper” than 

another? Measures or indicators of monetary cost like project budgets [Sommerville 2000] come 

to mind first, but other costs merit and garner more attention. These may include procurement 

(purchase) and deployment costs, tooling or production infrastructure costs, transaction costs 

associated with the governance or coordination of development activities, opportunity costs (e.g., 

costs associated with not choosing one option over another), and cost transfers (e.g., subsidies). 

 

F/OSSD tools and application systems are inexpensive/free to acquire, comparatively easy to use 

and learn, and are globally accessed and transferred across the Internet [DiBona 1999, Pavlicek 

2000]. In many situations, there are competing alternative implementations of F/OSS tools, so 

that developers can assess and evaluate which one best meet their need or taste. These tools are 

both given and received as public goods or gifts [Bergquist 2001]. F/OSS operating 

environments like the Debian GNU/Linux distribution constitute thousands of utilities, tools and 

end-user applications, whose overall development costs is estimated in billions of dollars 

[Gonzalez-Barahona 2003, O’Mahony 2003], are available as F/OSS for immediate download 

from the Internet. Substantial F/OSSD tool collections [Halloran 2002] are essentially free, 

therefore have fewer cost barriers to their procurement and adoption, and are more readily 

transferred within and across communities of developers and users. Commercially available SE 

tools like Rational RoseTM or Microsoft Visual Studio.NetTM are not free, though they may be 

available for free trail periods of days or weeks. However, they may have barriers to their 

adoption in form of perceived higher costs in their acquisition, training, number of user licenses, 

and product support. Commercially available collaborative software development environments 
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like SFEE, SC and CS, though also not free, are packaged for sale with support services that 

similarly represent the major cost of their procurement and sustained use. 

 

F/OSS tools and applications are among the most widely used examples that demonstrate the 

potential for software reuse [Brown 2002]. Successful and widespread reuse saves time and 

reduces development costs by avoiding redevelopment of previously developed products, 

components or modules. However, F/OSSD encourages not only software reuse and resource 

sharing, but in many ways encourages the ongoing evolution of tools and applications through 

reinvention as a basis for continuous improvement. Faster and better F/OSSD conditions in turn 

tend to drive down the cost of developing software, at least in terms of schedule and budget 

resources. SE of course also encourages software reuse through advocacy of component-based 

system design and use of commercial-off-the-shelf (COTS) components. However, it may be the 

situation that SE encourages invention over reinvention, and relies primarily on corporate 

initiatives for software process improvement, but with mixed results [Beechman 2003, Conradi 

2002], instead of developer-user motivation for software product improvement [Hars 2002, von 

Hippel 2001]. 

 

Most F/OSSD projects are voluntarily staffed by developer-users who want to work on the 

project, who will potentially commit their own time, skill, effort, and personal computing 

resources, thereby subsidizing or reducing the apparent cost of F/OSSD. In exchange, these 

contributors may realize personal, professional, or “private-collective” benefits from the F/OSSD 

development efforts [FLOSS 2002, Hars 2002, von Hippel and von Grogh 2003]. Minimal 

management or governance forms [Fielding 1999, Sharman 2002] are used to direct F/OSSD 
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efforts, compared to the more rigidly hierarchical, managed, planned, staffed, controlled, and 

budgeted project activities typical for SE best practice efforts.  

8. Discussion 

In contrast to large, sustained F/OSSD projects, SE embraces a rational economic approach to 

the private development of complex software systems or applications as commodity products or 

proprietary services. F/OSSD project communities on the other hand appear to be motivated by 

collective actions that create, utilize, extend, and redistribute common pools of software 

resources and information artifacts (programs in source code and executable forms, 

informalisms, etc.). Thus, this is perhaps another reiteration of the classic institutional conflict 

between rational action of private capital/firms versus the collective action associated with 

F/OSSD of a community that seeks to manage and share its common-pool resources [Hayek 

1945, Ostron 1994, North 1990]. Consequently, resolution of such a conflict may therefore lie 

somewhere in between, as suggested by the private-collective mode of innovation and software 

production [von Hippel and von Grogh 2003]. 

 

Large, globally dispersed F/OSSD projects enact lateral organizational relations [Galbraith 

1996]among their developers and users  through meritocratic teamwork structures and peer-

oriented decentralized community forms. These relations reduce or supplant hierarchical 

functional organizational forms inherent in traditional SE techniques that increase bureaucratic 

tendencies through rules and formalization [cf. Ostrom 1994]. F/OSSD relies on the private-

collective actions of developers and users to realize virtual project management capabilities that 

reduce reliance on formal project management techniques and administrative structures that 

pervade industrial SE projects, and that are reiterated in SE textbooks. F/OSSD is oriented to 
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community and agility, rather than oriented to centralized project management and formal life 

cycle documentation regimes. Developers as users reduces the time and effort needed to figure 

out what users want, and whether what is developed and delivered meets user needs [von Hippel 

2001, von Hippel and von Grogh 2003]. Thus, drawing on the practices observed in F/OSSD 

projects, the opportunity exists for developing new SE processes, practices, project community 

forms or organizational architectures [Nadler and Tushman 1997] that are decentralized, peer-

oriented (lateral), and rely on semi-structured, informal representations of software artifacts. SE 

community Web sites that host OSSE examples and community development tools also appear 

to be candidates for adoption. 

 

F/OSSD is not a panacea compared to SE, nor is it without its shortcomings. As noted, the vast 

majority of F/OSSD projects fail to grow beyond 1-2 developers, and subsequently their 

associated software source code never achieves a critical mass of users, functionality, 

community discourse informalisms or related resource subsidies. So F/OSSD in general is a 

risky undertaking, at least in terms of the probability of achieving critical mass, as well as 

realizing a faster, better, and cheaper way to develop complex software products or services. 

Accordingly, F/OSSD is not well suited for adoption in hierarchical organizations that develop 

software products or services through rational management schemes traditional to SE principles 

and practices [cf. Dinkelacker 2002]. Organizations or firms that develop software products or 

service that are not wedded to the tradition of SE may on the other hand, find the adoption of 

F/OSSD practices as a viable alternative, even when developing high-value software products 
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like enterprise resource planning (ERP) systems.3  Even large software development companies 

like IBM, SUN, HP,  and SAP have all started or sponsored F/OSSD projects (IBM Eclipse, 

SUN NetBeans, HP Gelato, SAP DB-MySQL) that are separate from, but complementary to, 

their mainstream software product lines that tend to follow SE practices. 

 

Beyond this, the overall risk of failure in F/OSSD can be reduced or mitigated by association 

(social networking) with other complementary F/OSSD projects, as suggested by the Tigris.org 

community example, other studies [Hars 2002, Madey 2002], or the corporate F/OSSD efforts 

noted above. Such associations, if successful and sustained, enable the transactional flow of 

shared resources, gifts, trust, and social capital throughout the social and information networks 

of their developers and users [cf. North 1990]. So it appears that F/OSSD is something different 

than the rational economic world of SE, and thus merits further study, practice and refinement 

[cf. von Hippel and von Grogh 2003]. 

 

Last, those who teach SE should consider how to embrace F/OSSD practices, community 

information resources and infrastructure as an alternative approach to the development of large 

software system products or services. These practices build viable lateral social relationships that 

are cultivated, sustained, and evolved through the ongoing use, sharing, and reuse of F/OSSD 

informalisms. These informalisms encourage the sharing, study, reinvention, modification and 

redistribution of development project results. SE education need not be wedded only to the 

interests of rationally managed and hierarchically organized corporate software development 

                                                                 
3Compiere is a small software company that has developed an open source ERP system that operates in conjunction  with Oracle's 

proprietary  database management system. Compiere reports more than 400,000 copies of its ERP system have been downloaded, 
making it the most widely deployed ERP system in the world. Elsewhere, the GNUe.org community  is also developing a “free software” 
only  ERP system that is aimed at deployments in small companies and developing countries [Elliott and Scacchi 2003, Scacchi 2002b]. 

 26 



projects. SE educators may also consider where and how to embrace a more free and open global 

community of students and collaborating software engineers who want to improve their software 

development productivity and quality, while reducing its costs. Finally, current SE textbooks are 

in need of revision to accommodate emerging F/OSSD principles and practices. 

9. Conclusions 

Free and open source software development appears to be changing the world of software 

development at a faster, better, and cheaper pace, and with a broad impact and audience. 

Understanding why this is so may help advance the state of the art of both SE and F/OSSD. 

Failing to recognize the differences between the two may result in F/OSSD characterizing more 

of the leading edge of global software product development activity, while SE characterizes 

more of the trailing edge of software development found in rationally managed corporate 

settings. Accordingly, this chapter examines the question of when is F/OSSD faster, better, and 

cheaper than SE through examination of data exhibits, a case study, and review of related 

empirical studies, and the results can be summarized as follows. 

 

F/OSSD is faster than SE when the development life cycle is focused on Internet time product 

releases that can be produced and delivered on a daily basis. The rapid development and release 

cycle means that unstable but operational systems are delivered most of the time, while stable 

systems emerge slowly after extensive community review, iterative and incremental refinement, 

online discourse about system features and usage experience. Large F/OSS systems may grow in 

size and platform diversity at a faster rate than systems resulting from SE, and these F/OSS 

systems are of acceptable quality to users. Independent F/OSSD projects can merge into larger 

projects which may then reach a critical mass of developers needed to obtain high growth rates 
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in system functionality and quality. However, SE may be able to contribute expertise for how to 

restructure and reinvent the architecture of large F/OSS systems, so as to continuously improve 

and mitigate their unwanted complexity. Finally, most developers of F/OSS systems are 

themselves users of these same systems, thus they can more readily determine system 

requirements and design features through online discourse. All of these capabilities help make 

F/OSSD faster than traditional SE principles and practices. 

 

F/OSSD is better than SE when developers rely on socially lightweight software informalisms 

rather than mathematically heavyweight software formalisms. F/OSSD projects that employ 

informalisms tend to be more agile, and the systems that result co-evolve with the teams and 

communities that develop them. F/OSSD projects rely on community building, community 

portals, community software, and community information sharing systems for project content 

management and communication channels to realize and sustain the quality in the software being 

developed. This socio-technical infrastructure for F/OSSD enables agile virtual enterprise forms 

that practice virtual project management through the routine use of collaborative software 

development tools, techniques, and informalisms. 

 

F/OSSD is cheaper than SE when the total costs of F/OSS tools and end-users applications is low 

or free, though their collective development cost enables the flow of social capital among their 

developers and users. F/OSSD projects are a prime venue for demonstrating the value of 

software reuse and reinvention, and this speeds development and reduces its costs. Many F/OSS 

developers appear motivated to give away the products of their collaborative software 

development work in order to share, examine, learn, reinvent, modify, and redistribute the results 
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of their experiences and practice of F/OSSD in ways that build and sustain a community of like-

minded developers. 

 

Overall, F/OSSD is not an irrational version of SE, nor is it SE poorly done. Instead, F/OSSD is 

more of a private-collective approach to the problem of how to develop large software systems. 

F/OSS embraces, encourages, and perhaps requires more of a community oriented, collaborative 

software development effort as the basis for its practices and success. SE in turn can be made 

faster, better and cheaper by selectively adopting and integrating practices, technologies, and 

community techniques from F/OSSD projects. Empirical study of F/OSSD practices can 

therefore help identify new ways for how to improve the principles and practices of SE. 
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